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Abstract

The software industry has been endeavored to create perfect software for the final consumers, thus this is a
crucial challenge for software engineers to introduce effective techniques in order to increase the quality of
software. Despite the fact that writing software without bugs is theoretically possible, the majority of
software has bugs essentially, indeed there are roughly between 3 % to 20 % bugs every a thousand line of
code (NRC,1999 cited in Libicki et al., 2015, p.42). Software bugs are incorrect results or odd behaviours
resulted from errors or mistakes in program codes (Linfo, 2017). Bugs have effects on diverse stages of
software performance some of these impacts are limited such as nuisance user whereas others have serious
impacts which can lead to destroying the whole operating system (ibid). A good example is that an error in
Microsoft Windows System can lead to disabling the computer work (ibid). It would seem that since 1950s
software engineers have tried to create marbles, notions and methods in order to introduce an accurate
software (Lu Luo, p6). Moreover, some researchers consider that there are some techniques which are more
beneficial than others. This paper will outline some problems that are encountering programmers which
make it impossible to write free- bugs software, then it will describe some forms of software testing
techniques for finding and fixing bugs, finally compare techniques with each other through accuracy results
and framework.
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1. Introduction

There are a number of obstacles which face programmers such as difficulty to write software without
errors especially currently with a substantial development in the software industry. Firstly, on the
program code level, consumers usually demand high functions, therefore, these functions are promoting
programmers to use huge and complex codes (Linfo,2017). For example, Microsoft Windows XP has
around 40 million of code (ibid). It is clear that the length and difficulty of the codes can lead to difficult
in avoiding bugs. Secondly, on the bugs level, according to Linfo (2017), as programs evolve as well as
bugs are becoming more complicated to deal with. Furthermore, some types of bugs are difficult to solve
(ibid). In the same way, Libicki et al.,(2015, p.54) confirm that it is difficult to eliminate some categories
of bugs in application software, thus programmers and developers need to use some techniques in order
to decline bugs. A perfect example is that Microsoft always uses some techniques for every new product
to make bugs usually limited (ibid). Finally, Spinellis (2006, p.92) implies that even adherence to
specific standards in order to make software without errors is going to create negative impacts on the
final outputs. This would appear to be correct because negative impacts on the final outputs may lead to
reducing the quality of software. The work of Spinellis (2006, p.92) shows that " As Pericles recognized,
creating a bug-free artifact is a lot more difficult than locating errors in it". It seems that this view is
valid because there are considerable obstacles which prohibit programmers and developers to introduce
an accurate software, as a result, they always need to use many types of tests in order to decrease bugs in

software.

2. Testing techniques

In fact, there are significant techniques for software testing in order to reduce the number of bugs.
Broadly, software prevalent techniques could be classified into four major testing technigues:
Correctness testing, Performance testing, Reliability testing and Security testing (Khan, 2010, pp. 24-
26). Firstly, correctness testing tries to maintain the minimum requirement of software through
observing software attitude and how can it deal with bugs (ibid). Furthermore, there are three categories
of correction testing: White box, Black box and Gray box, all of these boxes have a function to ensure
the requirement of software (ibid). In fact, white box focuses on the internal structures of software, thus
white box tests inputs data and observes appropriate process which software chooses in order to make

filters on these inputs to create more accurate outputs (Khan,2010, pp. 24-26).
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In the contrary black box focuses on the analysis of one aspect of software without regarding the
internal structures in order to find out the relationship between this element and others in the software
environment (ibid). It would seem that black box examines inputs and outputs either if they are within
acceptable range or not.

Khan (2010, p.26) observes that gray box works to integrate between white box and black box by
comparing between a piece of software against its stipulations. It is clear that the gray box tests to what
extent the results of white box and black box are correct. Secondly, performance testing. The aim of
performance testing is to identify to what extent the objects of software match with performance criteria
(Khan, 2010, p.26-27). According to Pan (1999), software is evaluated for their performance by three
main criteria resource usage, throughput, stimulus-response and time, typically this test has been done by
two main methods load testing or stress testing. However, Khan (2010, p.27) questions whether
performance testing can rely on it completely by software engineers when they are looking for bugs.
Thirdly, Reliability testing, as Khan(2010, p.28) points out, reliability testing is a significant method
because it finds out the bugs and deletes them before publishing software through choosing an effective
sampling to measure its accuracy, as a result, the developers' decisions depend on the results of

reliability testing. It seems that reliability testing works to cancel the bugs without working to fix them.

Finally, Security testing, according to Pan (1999), bugs can be created by users through opening
security holes, therefore, software engineers and developers need to apply security testing. Security
testing gives a guarantee that no one can access the program and its functions only the persons who
allowed to do this (ibid). It seems that when developers and programmers only access the software this
will protect the program codes from any attempt to tamper, hence protecting software from any external
bugs, as a result, the kinds of bugs which must be encountered by developers and programmers will
decrease to just internal bugs. According to Khan(2010, p.28), the purpose of security testing is to find
and fix the major vulnerabilities which can damage the software, as a result, the software can run for a
long term without substantial problems. Software tests aim to find and fix the software problems that

does not necessarily lead to improving the quality and reliability of the software.

For instance, in California in 1991 the telephone did not work completely, the reason was changing three

lines of codes (Pan,1999). It would seem that software tests can find and fix bugs.
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However, in some cases, software tests can lead to creating a new problem because the tests themselves

have some weaknesses aspects.

3. compare between software testing

There are two main level to compare between software testing. To begin with, correctness testing and
performance testing. In fact, correctness testing has more accurate results than performance testing
because during performance testing there are some significant mistakes such as ignoring of bugs in input
and wrong analysis,

although even correctness testing usually misses codes which they already have deleted (khan ,2010,
pp.25-26). It would seem that correctness testing excels on performance testing on the level of the
accuracy of results. On the other hand, the work of Khan (2010, P.28) implies that reliability testing is
more different than security testing on the level of the framework because security testing focuses on
fixing the problems, in the contrary reliability testing is limited to deleting bugs without processing

them.

4. Conclusion

This paper has focused on some obstacles which face programmers and developers. It has also described
four major techniques in order to reduce the number of bugs. Finally, it has compared these techniques
with each other. From the practical side, it is impossible to write software bug-free, therefore, software
engineers and programmers tend to use various techniques to reduce bugs and introduce an accurate
software in order to have final user satisfaction. Software sector is racing against time to introduce
software bug-free through using many techniques, in addition, some of these techniques are more
beneficial and more accurate than others. Software industry must focus on how to improve these
techniques in order to achieve accurate results. Moreover, developers and software engineers should pay
their attention to the security field and try to improve it in order to prohibit external bugs entering into

the software, hence reduce the types of bugs encountered by programmers.
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